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# Введение

Структуры данных

Структуры данных – это, по сути, и есть структуры, которые могут хранить некоторые данные вместе. Другими словами, они используются для хранения связанных данных.

В Python существуют четыре встроенных структуры данных: список, кортеж, словарь и множество. Посмотрим, как ими пользоваться, и как они могут облегчить нам жизнь

# Списки - операторы и функции работы с ними

Список – это структура данных, которая содержит упорядоченный набор элементов, т.е. хранит последовательность элементов. Это легко представить, если вспомнить список покупок, в котором перечисляется, что нужно купить, с тем лишь исключением, что в списке покупок каждый элемент обычно размещается на отдельной строке, тогда как в Python они разделяются запятыми.

shoplist = ['яблоки', 'манго', 'морковь', 'бананы']

Задать список в программе на Python очень просто, ставятся квадратные скобки и внутри них через запятую перечисляются его элементы:

Как только список создан, можно добавлять, удалять или искать элементы в нём. Поскольку элементы можно добавлять и удалять, мы говорим, что список – это изменяемый тип данных, т.е. его можно модифицировать.

print('Я должен сделать', len(shoplist), 'покупки.')  
print('Покупки:', end=' ')  
for item in shoplist:  
 print(item, end=' ')  
print('\nТакже нужно купить риса.')  
shoplist.append('рис')  
print('Теперь мой список покупок таков:', shoplist)  
print('Отсортирую-ка я свой список')  
shoplist.sort()  
print('Отсортированный список покупок выглядит так:', shoplist)  
print('Первое, что мне нужно купить, это', shoplist[0])  
olditem = shoplist[0]  
del shoplist[0]  
print('Я купил', olditem)  
print('Теперь мой список покупок:', shoplist)
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Чтобы оперировать списком через переменную, используется оператор присваивания:

marks = [2, 3, 4, 3, 5, 2]

Давайте теперь посмотрим, как эту конструкцию, этот список использовать в программировании? Например, вычислить средний балл по оценкам? Для этого нам надо уметь обращаться к отдельным элементам списка. Как это сделать? Так как список – это упорядоченная коллекция, то все его элементы имеют свой порядковый номер – индекс, начиная с нулевого и заканчивая последним.

![https://proproprogs.ru/htm/python_base/files/python3-spiski-operatory-i-funkcii-raboty-s-nimi.files/image002.jpg](data:image/jpeg;base64,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)

Используя эти индексы и синтаксис:

список[индекс]

мы можем обращаться к отдельным элементам. Например:

marks[0]

marks[2]

И для вычисления среднего балла среди шести оценок, получим формулу:

avg = (marks[0] + marks[1] + marks[2] + marks[3] + marks[4] + marks[5]) / 6

Это простейший пример того, как можно хранить и использовать данные списка. Причем индексирование здесь работает так же, как и со строками. Если указать несуществующий индекс:

marks[10]

то получим ошибку. А чтобы обратиться к последнему элементу, можно использовать отрицательный индекс:

marks[-1]

То есть, мы здесь также имеем наборы отрицательных индексов, идущих от конца к началу списка.

Список – изменяемый тип данных

В отличие от строк, списки в Python относятся к изменяемым типам данных. То есть, мы можем изменить ранее хранимое значение. Например, студен пересдал первую двойку на тройку и мы хотим внести это изменение в список marks. Сделать это можно через оператор присваивания:

marks[0] = 3

Все, теперь первое значение равно 3. Как вы помните, со строками такая операция приводила к ошибке, так как строки – это неизменяемый тип. Но со списками мы так делать можем и в этом их кардинальное отличие от строк. Список – динамическая структура данных, который может меняться в процессе работы программы.

Мало того, списку, состоящему из чисел, мы легко можем присвоить любой другой тип данных, например, строку:

marks[1] = "удовл."

Вообще списки могут содержать самые разные типы данных, например:

lst = ["Москва", 1320, 5.8, True, "Тверь", False]

в том числе и другие, вложенные списки:

lst2 = [1, 2.5, [-1, -2, -3], 4]

О вложенных списках мы еще будем говорить.

Если нам нужно создать пустой список, то достаточно записать квадратные скобки без элементов:

a = []

или, воспользовавшись специальной функцией:

b = list()

которая создает новый пустой список. Если же ей в качестве аргумента указать другой список:

a = list([True, False])

то будет создан новый список с тем же самым содержимым. Также мы можем передать ей строку:

list("Python")

тогда получим список, состоящий из отдельных символов этой строки. Вообще на вход функции list() можно передавать любой перебираемый объект, на основе которого формируется новый список. Такие перебираемые объекты еще называются итерируемыми, но мы о них будем говорить далее.

## Функции работы со списками

Язык Python содержит несколько удобных встроенных функций для работы со списками:

* len() – определение числа элементов в списке (длина списка);
* max() – для нахождения максимального значения;
* min() – для нахождения минимального значения;
* sum() – для вычисления суммы;
* sorted() – для сортировки коллекции.

Для начала воспользуемся уже знакомой нам функцией len для определения длины списка:

len(marks)

Соответственно, для пустого списка:

len([])

она возвращает 0.

Две из них min() и max() нам уже знакомы. Сейчас мы увидим, как их можно применять к спискам. Сформируем список значений температуры по дням города Москвы:

t = [23.5, 25.6, 27.3, 26.0, 30.4, 29.5]

Теперь, чтобы найти максимальное и минимальное значения, достаточно вызвать функции:

max(t)

min(t)

Для подсчета суммы всех значений, запишем функцию sum:

sum(t)

А вычислить среднюю температуру можно следующим образом:

sum(t)/len(t)

Видите, как просто это делается на уровне функций.

Наконец, последняя функция sorted, если ее вызвать с одним аргументом:

sorted(t)

то она возвратит новый список с отсортированными значениями по неубыванию (или, как часто говорят, по возрастанию). И, обратите внимание, эта функция не меняет прежний список t, она именно возвращает новый список с отсортированными значениями. Очевидно, чтобы сохранить результат работы этой функции, следует использовать переменную, например, так:

t\_sort = sorted(t)

Если же нам нужно отсортировать список по невозрастанию (убыванию), то дополнительно прописывается параметр:

sorted(t, reverse=True)

Функции min(), max() и sorted() работают не только с числовыми типами, но и вообще с любыми, где допустимы операторы сравнения больше и меньше. Например, создадим список из символов (строк):

s = list("python")

И выполним все те же самые функции:

max(s)

min(s)

sorted(s)

А вот функция sum() приведет к ошибке:

sum(s)

## Практика. Перебор списков

1. Дан список. Вывести элементы списка.

Каждый элемент должен быть выведен с новой строки.

my\_list = [24, "Василий", "выхухоль", 42, -12.5]

2. Дан список. Вывести элементы списка, пронумеровав их начиная с единицы.

# Каждый элемент должен быть выведен с новой строки.

fruits = ["яблоко", "банан", "киви", "ананас", "груша"]

3. Сформировать список из n элементов, заполненный произвольными целыми числами в диапазоне от -10 до 10.

Вывести на экран сумму всех элементов данного списка.

## Операторы списков

При работе со списками часто используются следующие операторы:

* + – соединение двух списков в один;
* \* – дублирование списка;
* in – проверка вхождения элемента в список;
* del – удаление элемента списка.

Например:

[1, 2, 3] + [4, 5]

Но, вот так:

[1, 2, 3] + 4

работать не будет, так как оператор + соединяет именно списки между собой, просто число или какой-либо другой тип данных записывать нельзя. В данном случае правильно будет так:

[1, 2, 3] + [4]

Или, так:

[1, 2, 3] + [True]

Как видите, добавлять в список можно самые разные типы данных.

Следующий оператор \* выполняет дублирование списка указанное число раз:

["Я", "люблю", "Python"] \* 3

Этот оператор работает также как и со строками, здесь можно указывать только целое число (или переменную, ссылающуюся на целое значение). Прописывать дробные числа нельзя:

["Я", "люблю", "Python"] \* 3.5

На практике можно комбинировать операторы и определять, например, такие конструкции:

["Я"] + ["люблю"] \* 3 + ["Python"]

Все достаточно очевидно, гибко, наглядно и просто. Этим и знаменателен этот язык. В нем многое реализуется простыми и понятными методами, в отличие от других языков программирования.

Следующий оператор in позволяет определять вхождение некоторого значения в список. Делается это также просто, например:

lst = ["Москва", 1320, 5.8, True, "Тверь", False]

1320 in lst

120 in lst

Или, можно узнать, является ли элементом списка другой список:

[1, 2] in lst

В данном случае получим False, но если его добавить:

lst = ["Москва", 1320, 5.8, True, "Тверь", False, [1, 2]]

то

[1, 2] in lst

вернет True. И так со всеми типами данных:

"Москва" in lst

Последний оператор del выполняет удаление элемента списка по его индексу, например, так:

del lst[2]

при этом индексы оставшихся элементов по прежнему идут по порядку от 0 и до конца списка.

На этом мы завершим наше первое занятие по спискам. Из него вы должны себе хорошо представлять, как задавать списки с использованием квадратных скобок и функции list(), понимать механизм индексации (обращение к отдельным элементам списка), уметь оперировать функциями len(), max(), min(), sum(), sorted() и использовать операторы +, \*, in, del. Все это следует закрепить практическими заданиями, после чего, жду всех вас на следующем уроке.

## Срезы списков и сравнение списков

Мы продолжаем изучение списков языка Python. Это занятие начнем со срезов. О срезах мы с вами уже говорили, когда рассматривали строки и с их помощью выделяли наборы символов из строк. Со списками все работает аналогично: срезы позволяют выделять наборы элементов. Например, у нас есть список:

lst = ["Москва", "Уфа", "Тверь", "Казань"]

и мы хотим выбрать из него 2-й и 3-й элементы. Это можно сделать, так:

lst[1:3]

Давайте разберемся, как это работает. Синтаксис для срезов имеет вид:

список[start:end]

В данном случае, мы указываем стартовый индекс 1 (второй элемент) и конечный 3 (последний элемент, до которого выделяем срез, не включая его). В итоге, на выходе получаем список из двух элементов:

['Уфа', 'Тверь']

То есть, это новый список, состоящий из выделенных элементов. Мы в этом можем легко убедиться. Сохраним через переменную результат среза:

a = lst[1:3]

Затем, изменим его первый элемент:

a[0] = "Воронеж"

и, как видим, это никак не повлияло на исходный список lst.

В срезах можно указывать только начальный индекс:

lst[2:]

тогда все будет выбрано с 3-го элемента и до конца списка. Или только конечный индекс:

lst[:3]

Обратите внимание, последний указанный индекс не включается в срез. Если же не указывать ни первый, ни последний индексы, то получим копию исходного списка:

cities = lst[:]

Здесь создается именно копия списка. Если мы посмотрим на их id:

id(lst)

id(cities)

то они будут разными. Также копию списка, можно сделать с помощью рассмотренной ранее функции list:

c = list(lst)

Какой именно вариант использовать для копирования списка, решает сам программист, в зависимости от удобства. Чаще всего используется синтаксис срезов, т.к. это более короткая запись.

А что будет, если мы один список присвоим другому:

d = lst

будет ли здесь создаваться копия списка? Вспоминая занятие по переменным, мы говорили, что переменные – это ссылки на объекты и оператор присваивания лишь копирует ссылку, но не сам объект. Поэтому переменные d и lst будут ссылаться на один и тот же список, их id:

id(d)

id(lst)

равные. Ну а наиболее сомневающимся предлагаю изменить значение списка через d:

d[0] = "Самара"

и посмотреть на список lst. В нем произойдет такое же изменение.

Далее, так как у списка имеются отрицательные индексы, то они также могут быть использованы при определении срезов. Например, создадим список оценок:

marks = [2, 3, 4, 3, 5, 2]
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и запишем следующие срезы:

marks[2:-1]

marks[-3:-1]

Дополнительно в срезах можно указывать шаг перебора элементов, согласно синтаксису:

список[start:stop:step]

Например:

marks[1:5:2]

или без указания границ:

marks[:5:2]

marks[1::2]

marks[::2]

Если шагом является отрицательное число, то перебор элементов осуществляется с конца списка, например:

marks[::-1]

marks[::-2]

Вообще, механизм срезов работает абсолютно также как и со строками, только здесь они применяются к спискам.

Но, учитывая, что списки относятся к изменяемым типам данных, то со срезами можно выполнять одну дополнительную операцию – изменение группы элементов. Например, для списка marks мы хотим 3-ю и 4-ю оценки представить в виде строк. Это можно сделать, следующим образом:

marks[2:4] = ["хорошо", "удовлетв."]

И теперь коллекция содержит данные:

[2, 3, 'хорошо', 'удовлетв.', 5, 2]

Видите, как легко и просто это можно сделать. Или, другой пример, перебрать все элементы через один и присвоить им 0:

marks[::2] = [0, 0, 0]

Правда, такая конструкция содержит потенциальную ошибку. Если увеличить размер списка:

marks += [3]

и повторить операцию:

marks[::2] = [0, 0, 0]

то получим ошибку, так как число замен здесь уже четыре, а не три. Поэтому, в таких присваиваниях лучше явно указывать границы срезов:

marks[:5:2] = [0, 0, 0]

Также, для группового присваивания можно использовать и такой синтаксис:

marks[2:4] = 10, 20

## Сравнение списков

В заключение этого занятия рассмотрим возможности сравнения списков между собой с помощью операторов:

>, <, ==, !=

[1, 2, 3] == [1, 2, 3]   *# True*

[1, 2, 3] != [1, 2, 3]   *# False*

[1, 2, 3] > [1, 2, 3]    *# False*

В последнем сравнении получим False, т.к. списки равны, но если записать так:

[10, 2, 3] > [1, 2, 3]  *# True*

то первый список будет больше второго. Здесь сравнение больше, меньше выполняется по тому же принципу, что и у строк: перебираются последовательно элементы, и если текущий элемент первого списка больше соответствующего элемента второго списка, то первый список больше второго. И аналогично, при сравнении меньше:

[10, 2, 3] < [1, 2, 3]  *# False*

Все эти сравнения работают с однотипными данными:

[1, 2, "abc"] > [1, 2, "abc"]  *# False*

сработает корректно, а вот так:

[1, 2, 3] > [1, 2, "abc"]

произойдет ошибка, т.к. число 3 не может быть сравнено со строкой «abc».

На этом завершим очередное занятие. Надеюсь, вы теперь хорошо себе представляете механизм срезов, а также знаете, как выполняется сравнение списков между собой. После закрепления материала практическими заданиями, жду вас всех на следующем уроке.

Практика

1. Вводится строка с номером телефона в формате:

+7(xxx)xxx-xx-xx

Необходимо преобразовать ее в список lst (посимвольно, то есть, элементами списка будут являться отдельные символы строки). Затем, удалить первый '+', число 7 заменить на 8 и убрать дефисы. Отобразить полученный список на экране командой:

print("".join(lst))

**Sample Input:**

+7(912)123-45-67

**Sample Output:**

8(912)1234567

cities = input()

lst = list(cities)

del lst[0]

lst[0]='8'

lst.remove('-')

lst.remove('-')

print("".join(lst))

2. Строка содержит только заглавные буквы латинского алфавита (ABC…Z). Определите символ, который чаще всего встречается в файле между двумя одинаковыми символами.

Например, в тексте CBCABABACCC есть комбинации CBC, ABA (два раза), BAB и CCC. Чаще всего  — 3 раза  — между двумя одинаковыми символами стоит B, в ответе для этого случая надо написать B - 3.

Входные данные:

FPFHQDFWBPLLIJZPNKJEFWVHWNOKPRHUYVDALCXTQXHLSKTJGENYIDHSCPRBNUBMPICEHRRIQDSWDCWJFNQEPRFLDJFXSBUBECRZXHSPNPCQSACBBGMZBONQCKFFDAZBKJBTVCHMORBSFTQBHGDNDWXTEUQAHZDZXTOXHGIUKXMWBOQKTCYNCVPUWISKCNLENHFLQAIQAGNQUOVIFOBMNJOHFTRITCBZTWGVXSXOJUBZMABSGBUVXBKKPBZPVQHLBLTJVDMIVKWUNDWGNZXOOOWUFTSNNENKFTFQDTJACANYWCZQDUMBDNYZGCZUIQRIVXINGWJBQTXYQHWALCXISXPDJOXYLSQBOFWUETLQJUQHKFGNZMFIRRDHQTXYENGUVZEKWMDXAWPRNCPEUORSTADPRDTPQYFTBUHXWJYNESUMMNQFXIYXBCZEPZJXHGQBINTXHDL

Выходные данные:

N - 2

a=[]  
for i in range(len(f)-1):  
 if f[i-1]==f[i+1]:  
 a.append(f[i])  
  
print(Counter(a).most\_common()[0][0])

## Основные методы списков

На этом занятии мы свами познакомимся с основными методами, которые есть у списков. Что такое методы вам должно быть уже известно, об этом была речь, когда мы рассматривали методы строк. Кратко напомню, что список – это объект и с этим объектом связаны функции, которые и называются его методами.

list(s)

Преобразует объект s в список.

l.append(x)

Добавляет новый элемент x в конец списка l.

l.extend(t)

Добавляет новый список t в конец списка l.

l.count(x)

Определяет количество вхождений x в список l.

l.index(x [,start [,stop]])

Возвращает наименьшее значение индекса i, где s[i] == x.

Необязательные значения start и stop определяют индексы начального и конечого

элементов диапазона, где выполняется поиск.

l.insert(i,x)

Вставляет x в элемент с индексом i.

l.pop([i])

Возвращает i-й элемент и удаляет его из списка. Если индекс i не указан,

возвращается последний элемент.

l.remove(x)

Отыскивает в списке s элемент со значением x и удаляет его.

l.reverse()

Изменяет порядок следования элементов в списке l на обратный.

l.sort([key [, reverse]])

Сортирует элементы списка l. key – это функция, которая вычисляет значение

ключа. reverse – признак сортировки в обратном порядке.
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Давайте предположим, что у нас имеется список из чисел:

a = [1, -54, 3, 23, 43, -45, 0]

и мы хотим в конец этого списка добавить еще одно значение. Это можно сделать с помощью метода:

a.append(100)

Данный метод append ничего не возвращает, а меняет сам список. Поэтому писать здесь конструкцию вида:

a = a.append(100)

не следует, так как это приведет к потере данных. Этим методы списков отличаются от методов строк, когда мы записывали:

string="Hello"

string = string.upper()

Здесь метод upper возвращает измененную строку, поэтому все работает как и ожидается. А метод append ничего не возвращает, и присваивать значение None переменной a не имеет смысла.

Учитывая, что список может содержать самые разные данные, то в методе append можно прописывать не только число, но, например, строку:

a.append("hello")

тогда в конец списка будет добавлен этот элемент. Или, булевое  значение:

a.append(True)

Или еще один список:

a.append([1,2,3])

И так далее. Главное, чтобы было указано одно конкретное значение. Например, вот так работать не будет:

a.append(1,2)

Если нам нужно вставить новый элемент в произвольную позицию, то используется метод:

a.insert(3, -1000)

Здесь мы указываем индекс вставляемого элемента и далее значение самого элемента.

Следующий метод remove удаляет элемент по значению:

a.remove(True)

a.remove('hello')

Он находит первый подходящий элемент и удаляет его, остальные не трогает. Если же указывается несуществующий элемент:

a.remove('hello2')

то возникает ошибка. Еще один метод для удаления

a.pop()

выполняет удаление последнего элемента и при этом, возвращает его значение. В самом списке последний элемент пропадает. То есть, с помощью этого метода можно сохранять удаленный элемент в какой-либо переменной:

end = a.pop()

Также в этом методе можно указывать индекс удаляемого элемента, например:

a.pop(3)

Если нам нужно очистить весь список – удалить все элементы, то можно воспользоваться методом:

a.clear()

Получим пустой список. Следующий метод

a = [1, -54, 3, 23, 43, -45, 0]

c = a.copy()

возвращает копию списка. Это эквивалентно конструкции:

c = list(a)

В этом можно убедиться по разным id этих объектов:

id(c)

id(a)

Следующий метод count позволяет найти число элементов с указанным значением:

c.count(1)

c.count(-45)

Если же нам нужен индекс определенного значения, то для этого используется метод index:

c.index(-45)

c.index(1)

возвратит 0, т.к. берется индекс только первого найденного элемента. Но, мы здесь можем указать стартовое значение для поиска:

c.index(1, 1)

Здесь поиск будет начинаться с индекса 1, то есть, со второго элемента. Или, так:

c.index(23, 1, 5)

Ищем число 23 с 1-го индекса и по 5-й не включая его. Если элемент не находится

c.index(23, 1, 3)

то метод приводит к ошибке. Чтобы этого избежать в своих программах, можно вначале проверить: существует ли такой элемент в нашем срезе:

23 in c[1:3]

и при значении True далее уже определять индекс этого элемента.

Следующий метод

c.reverse()

меняет порядок следования элементов на обратный.

Ну и последний метод

c.sort()

выполняет сортировку элементов списка по возрастанию. Для сортировки по убыванию, следует этот метод записать так:

c.sort(reverse=True)

Причем, этот метод работает и со строками:

lst = ["Москва", "Санкт-Петербург", "Тверь", "Казань"]

lst.sort()

Здесь используется лексикографическое сравнение, о котором мы говорили, когда рассматривали строки.

Отличие метода sort() от ранее рассмотренной функции sorted() в том, что метод меняет сам список, а функция sorted() возвращает новый отсортированный список, не меняя начальный.

Если вам нужно расширить список другим списком, вы можете использовать метод extend, который добавляет переданный список в конец вашего списка.

collections = ['list', 'tuple', 'dict', 'set']

collections.extend(['ponyset', 'unicorndict'])

print(collections)

Также можно использовать перегруженный оператор +, который также добавляет переменную в конец вашего спиcка:

collections += [None]  
collections += [[1,2,3], (4,5,6), {7,8,9}, 10]  
print(collections)

Это все основные методы списков, которые вам следует знать и применять в практике программирования:

|  |  |
| --- | --- |
| Метод | Описание |
| append() | Добавляет элемент в конец списка |
| insert() | Вставляет элемент в указанное место списка |
| remove() | Удаляет элемент по значению |
| pop() | Удаляет последний элемент, либо элемент с указанным индексом |
| clear() | Очищает список (удаляет все элементы) |
| copy() | Возвращает копию списка |
| count() | Возвращает число элементов с указанным значением |
| index() | Возвращает индекс первого найденного элемента |
| reverse() | Меняет порядок следования элементов на обратный |
| sort() | Сортирует элементы списка |

Как всегда, для закрепления материала обязательно пройдите практические задания.

## Практика методы списков

1. Даны два целых числа. Вывести список всех чисел кратных трем в диапазоне между заданными числами.

first\_number = int(input()) # Первое число

second\_number = int(input()) # Второе число

2. Дан список из элементов x = [-2,-1,0,1,2,3,4,5,6,7] – это координаты х, точек лежащих на прямой описываемой уравнением y=2x-4).

Получить и вывести на экран список координат y для данного уравнения прямой.

3. Пользователь вводит на экран дату в формате dd.mm.yyyy, например: 02.01.2013.

Ваша задача вывести дату в текстовом виде, например: второе января 2013 года.

Подсказка: создайте списки с названием дней и названиями месяцев. Примечание: для экономии времени, можно ограничить номер дня десятью. Примечание: склонениями названий можно пренебречь

data = '02.01.2013'  
data = list(map(int, data.split('.')))  
print(data)  
days = ['первое', 'второе', 'третье']  
mounts = ['января','февраля','марта']  
  
print(days[data[0]], mounts[data[1]], data[2], 'года')

# Вложенные списки, многомерные списки

Разберем, как формировать вложенные списки и работать с ними. Но сначала, что это такое и зачем они нужны.
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Давайте представим, что нам в программе нужно хранить изображение. Для примера я нарисовал его небольшим, всего 5 на 5 пикселей. Каждый цвет представляется своим уникальным числом. Я, условно, обозначил их 1, 7, 6, 11 и 3. Значит, для представления этих данных нам нужен двумерный список 5x5 с соответствующими числовыми значениями. Мы уже знаем, как задавать одномерный список:

line = [1, 7, 6, 11, 3]

Но так он описывает всего лишь одну строку. А нам нужно хранить пять таких строк. Учитывая, что элементом списка может быть другой список, то данное изображение можно задать так:

img = [[1, 7, 6, 11, 3], [1, 7, 6, 11, 3], [1, 7, 6, 11, 3], [1, 7, 6, 11, 3], [1, 7, 6, 11, 3]]
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Мы здесь внутри первого списка определили пять вложенных и в результате получили двумерный список. Кстати, его можно было бы сформировать и проще, учитывая, что все вложенные списки одинаковы, на основе списка line, следующим образом:

img = [line[:], line[:], line[:], line[:], line[:]]

В итоге получим такой же список с независимыми строками:

[[1, 7, 6, 11, 3], [1, 7, 6, 11, 3], [1, 7, 6, 11, 3], [1, 7, 6, 11, 3], [1, 7, 6, 11, 3]]

Вот эта последняя запись нам показывает структуру представления многомерных данных на уровне списков. Первый главный список хранит ссылки на вложенные списки. А вложенные списки уже хранят ссылки на соответствующие числа, представляющие тот или иной цвет. Поэтому, если взять первый элемент главного списка:

img0]

то мы получим список, представляющий первую строку (или, первый столбец в зависимости от интерпретации программистом этих данных). Главное, что мы получаем доступ к первому вложенному списку. А раз это так, то можно записать еще одни квадратные скобки и из этого вложенного списка взять, допустим, второй элемент:

img[0][1]

Также, можно заменить, например, вторую строку на новую, допустим, такую:

img[1] = [0, 0, 0, 0, 0]

или, то же самое, в более краткой форме:

img[1] = [0] \* 5

Что в итоге здесь произошло? Мы сформировали новый объект – список из нулей, связали с ним вторую ссылку главного списка, а прежний список был автоматически удален сборщиком мусора.
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Если бы мы хотели изменить значения уже существующего вложенного списка, то следовало бы обратиться к его элементам, например, через механизм срезов:

img[1][:] = [0] \* 5

и присвоить его элементам новые числовые значения. Вот так это работает в деталях.

В качестве второго примера мы представим вложенными списками строки известного стихотворения на уровне отдельных слов:

Люблю тебя, Петра творенье,  
Люблю твой строгий, стройный вид,  
Невы державное теченье,  
Береговой ее гранит,

Здесь в каждой строке разное число слов, но для вложенных списков – это не проблема. Они могут иметь разное число элементов:

t = [["Люблю", "тебя", "Петра", "творенье"],

     ["Люблю", "твой", "строгий", "стройный", "вид"],

     ["Невы", "державное", "теченье"],

     ["Береговой", "ее", "гранит"]

     ]
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В результате получаем следующую структуру наших данных. Здесь также для доступа к первой строке достаточно указать первый индекс:

t[0]

а к отдельному слову этой строки, второй индекс:

t[0][2]

Если же мы хотим изменить какое-либо слово, то это делается, следующим образом:

t[0][2] = "Питон"

В итоге, первая строка принимает вид:

['Люблю', 'тебя', 'Питон', 'творенье']

Мало того, мы можем добавить новую строку, используя известный метод:

t.append(["Твоих", "оград", "узор", "чугунный"])

Удалять список:

del t[1]

И так далее, то есть, делать с вложенными списками все те же операции, что и с обычными данными.

В заключение покажу пример многомерного списка с разными уровнями глубины:

A = [[[True, False], [1, 2, 3]], ["матрица", "вектор"]]

Смотрите, здесь

A[0]

это двумерный список, а

A[1]

одномерный вложенный список. Соответственно, для третьего уровня вложенности можем использовать три индекса для доступа к отдельному элементу, например:

A[0][1][0]

Здесь мы берем первый элемент, затем второй вложенный список и из него выбираем первый элемент.

Вот так в Python можно определять многомерные списки разной структуры и разного уровня вложенности.

# Генераторы списков (List comprehensions)

Мы продолжаем курс по языку программирования Python. На этом уроке мы с вами познакомимся с еще одной довольно полезной и популярной конструкцией – генератором списков. По-английски это записывается как:

List comprehension

Для лучшего понимания, давайте я начну сразу с конкретного примера. Предположим, мы хотели бы сформировать список из квадратов целых чисел от 0 до N. Используя наши текущие знания, очевидно, это можно было бы сделать, следующим образом:

N = 6

a = [0] \* N

for i in range(N):

    a[i] = i \*\* 2

print(a)

Но это не лучший вариант. Все то же самое можно реализовать буквально в одну строчку:

a = [x \*\* 2 for x in range(N)]

И, кроме того, этот вариант будет работать быстрее предыдущей программы, т.к. Python оптимизирует работу таких конструкций.

Давайте теперь разберемся в этом синтаксисе. Вначале мы указываем, что будем делать с переменной x. Казалось бы, переменная нигде не задана, а мы уже говорим что с ней делать. Да, это так, это такой элемент синтаксиса list comprehensions. Далее, через пробел мы записываем цикл for и уже там указываем эту переменную x и говорим как она будет меняться. То есть, эта временная переменная x существует только внутри списка и пропадает после его создания.

Такой подход и называется генератором списков. Вначале указываем, как формируются значения списка, а затем, описываем изменение параметра x через ключевое слово for. Причем, здесь можно указывать только его. К примеру, ключевое слово while прописывать нельзя.

Итак, для генерации списков следует придерживаться следующего синтаксиса (определения):

[<способ формирования значения> for <переменная> in <итерируемый объект>]

В самом простом варианте мы можем сформировать список и так:

a = [1 for x in range(N)]

Хотя, в таких случаях, когда все значения одинаковы, обычно, используют оператор \*:

b = [1] \* N

Но, в отличие от простого дублирования с помощью List comprehension можно формировать более сложные последовательности, например, состоящих из остатков от деления на 4:

a = [x % 4 for x in range(N)]

То есть, мы можем использовать любые доступные нам операторы для формирования текущего значения. Если, например, взять оператор определения четного и нечетного значений:

a = [x % 2 == 0 for x in range(N)]

то получим список из булевых величин True и False. Или же сформировать значения линейной функции:

a = [0.5\*x+1 for x in range(N)]

И так далее. Кроме того, мы здесь можем вызывать и функции. Пусть в программе пользователь вводит несколько целых чисел через пробел:

d\_inp = input("Целые числа через пробел: ")

Тогда с помощью генератора списков мы легко можем преобразовать их в набор чисел:

a = [d\_inp = input("Целые числа через пробел: ")

]

Здесь конструкция d\_inp.split() возвращает список строк из чисел, а функция int(d) преобразовывает каждую строку в целое число. Если убрать функцию int() и записать просто d:

a = [d for d in d\_inp.split()]

то у нас получится уже список из строк, то есть, функция int() действительно делает нужное нам преобразование.

Работа этой реализации очень похожа на функцию map(), которую мы с вами использовали в подобных задачах:

d\_inp = list(map(int, input("Целые числа через пробел: ").split()))

(О функции map() подробнее мы еще будем говорить).

Вообще, в генераторе списков можно использовать любые итерируемые объекты, в том числе и строки. Например, вполне допустима такая реализация:

a = [d for d in "python"]

получим список из отдельных символов. Или, можно каждый символ превратить в его код:

a = [ord(d) for d in "python"]

Имеем список из соответствующих кодов. Если же взять список из слов:

t = ["Я", "б", "Python", "выучил", "только", "за", "то", "что", "есть", "он", "на", "этом", "канале"]

то генератор списка:

a = [d for d in t]

сформирует точно такой же список. То есть, строки здесь воспринимаются уже как отдельные элементы и d ссылается на каждую из них по порядку. Я добавлю функцию len() для определения длины строк:

a = [len(d) for d in t]

и теперь мы имеем список из длин.

## Условия в генераторах списков

В генераторах дополнительно можно прописывать условия. Например, выберем все числа меньше нуля:

a = [x for x in range(-5, 5) if x < 0]

Мы здесь после оператора for записали необязательный оператор if. В результате, в список будут попадать только отрицательные значения x. Или, можно сделать проверку на нечетность:

a = [x for x in range(-5, 5) if x % 2 != 0]

Получаем только нечетные числа из диапазона [-5; 5). Также можно прописывать составные условия, например:

a = [x for x in range(-6, 7) if x % 2 == 0 and x % 3 == 0]

Выберем все числа, которые кратны 2 и 3 одновременно. Или, такой пример, выберем из списка городов только те, длина которых меньше семи:

cities = ["Москва", "Тверь", "Рязань", "Ярославль", "Владимир"]

a = [city for city in cities if len(city) < 7]

Видите, как легко и просто можно реализовать такую задачу с помощью List comprehension.

Ну и я хочу отметить на этом занятии – это возможность использования тернарного условного оператора внутри генераторов списков. Так как первым элементом мы можем прописывать любые конструкции языка Python, то кто нам мешает сделать следующее. Пусть имеется список чисел:

d = [4, 3, -5, 0, 2, 11, 122, -8, 9]

и мы хотим преобразовать его в последовательность со словами «четное» и «нечетное». Сделать это можно как раз с помощью тернарного условного оператора:

a = ["четное" if x % 2 == 0 else "нечетное" for x in d]

Обратите еще раз внимание, что этот оператор не является какой-то особой частью синтаксиса генератора списка. Мы здесь всего лишь используем его как обычный оператор языка Python. Это такой же оператор как сложение, умножение и другие:

a = [x + 2 for x in d]

которые мы также можем использовать при формировании списков.

Полученная запись генератора списка с тернарным оператором получилась не очень читаемой. Это можно исправить, если записать все в отдельных строчках:

a = ["четное" if x % 2 == 0 else "нечетное"

     for x in d

     if x > 0

]

Кстати, здесь можно добавить еще и условие.

На этом мы завершим первое знакомство с генераторами списков. Для закрепления материала обязательно пройдите практические задания, после чего переходите к следующему уроку, где мы продолжим знакомиться с этой темой.

## Вложенные генераторы списков

Мы продолжаем тему генераторов списков языка Python. На прошлом занятии мы увидели, как можно формировать списки, используя конструкции:

[<способ формирования значения> for <счетчик> in <итерируемый объект>]

и

[<способ формирования значения>  
   for <счетчик> in <итерируемый объект>  
   if <условие>  
]

Но, в действительности, Python позволяет записывать любое число циклов for в генераторах списков. Здесь операторы if после циклов являются необязательными (мы их можем прописывать, а можем и пропускать).

Как всегда, работу таких вложенных циклов лучше всего увидеть на примере. В самом простом варианте, мы сформируем просто пары чисел в списке, следующим образом:

a = [(i, j) for i in range(3) for j in range(4)]

print(a)

Для большей наглядности запишем генератор списка в несколько строк:

a = [(i, j)

     for i in range(3)

     for j in range(4)

]

Вот отсюда уже гораздо лучше видно, что второй цикл вложен в первый. То есть, сначала при i = 0 отрабатывает внутренний цикл по j от 0 до 3. Затем, переходим к первому циклу, i увеличивается на 1 и внутренний цикл повторяется. В результате, получаем пары чисел:

[(0, 0), (0, 1), (0, 2), (0, 3), (1, 0), (1, 1), (1, 2), (1, 3), (2, 0), (2, 1), (2, 2), (2, 3)]

То есть, здесь у нас происходит работа двух вложенных циклов. Дополнительно, мы можем указывать условия для каждого из них, например, так:

a = [(i, j)

     for i in range(3) if i % 3 == 0

     for j in range(4)

]

Или, у обоих вместе:

a = [(i, j)

     for i in range(3) if i % 3 == 0

     for j in range(4) if j % 2 != 0

]

Используя этот подход, мы можем, например, сформировать таблицу умножения:

a = [f"{i}\*{j} = {i\*j}"

     for i in range(1, 4)

     for j in range(1, 4)

]

Или, двумерный список превратить в одномерный:

matrix = [[0, 1, 2, 3],

          [10, 11, 12, 13],

          [20, 21, 22, 23]]

a = [x

     for row in matrix

     for x in row

]

Обратите внимание, мы во втором цикле используем переменную row из первого цикла. Это вполне допустимая операция, т.к. второй цикл вложен в первый и в нем доступны все переменные, объявленные ранее.

Давайте еще раз посмотрим на исходное определение генератора списка:

[<оператор> for <счетчик> in <итерируемый объект>]

Как я уже отмечал, в качестве оператора можно записывать любую конструкцию языка Python. А раз так, то кто нам мешает прописать здесь еще один генератор:

[[генератор списка]  
   for <переменная> in <итерируемый объект>  
]

В результате, получим вложенный генератор списка. Давайте посмотрим на примере, как это будет работать:

M, N = 3, 4

matrix = [[a for a in range(M)] for b in range(N)]

print(matrix)

Получаем двумерный список, вида:

[[0, 1, 2], [0, 1, 2], [0, 1, 2], [0, 1, 2]]

Результат вполне очевиден. Смотрите, сначала отрабатывает первый (внешний) генератор списка и переменная b = 0. Затем, выполнение переходит к вложенному генератору, который выдает список [0, 1, 2]. Этот список помещается как первый элемент основного списка. Далее, снова отрабатывает первый генератор и b принимает значение 1. После этого переходим к вложенному генератору, который возвращает такой же список [0, 1, 2]. И так пока не закончится работа первого генератора. В итоге, видим список, в который вложены четыре других списка.

Где может пригодиться такой подход? Например, для изменения значений двумерного списка. Давайте предположим, что у нас есть вот такой список:

A = [[1, 2, 3], [4, 5, 6], [7, 8, 9]]

И мы хотим возвести все его значения в квадрат. Лучше всего это сделать именно через генератор, следующим образом:

A = [[x \*\* 2 for x in row] for row in A]

В первом генераторе происходит перебор строк (вложенных списков) матрицы A, а во вложенном генераторе – обход элементов строк матрицы. Каждое значение возводится в квадрат и на основе этого формируется текущая строка. Обратите внимание, что во вложении мы можем использовать переменные из внешнего генератора списка, в частности, переменную row, ссылающуюся на текущую строку матрицы A.

Другой пример – это транспонирование матрицы A (то есть, замена строк на столбцы) с использованием вложенных генераторов. Сделать это можно, следующим образом:

A = [[1, 2, 3, 4], [5, 6, 7, 8], [9, 10, 11, 12]]

A = [[row[i] for row in A] for i in range(len(A[0]))]

Поясню работу этой конструкции. Сначала значение i = 0, а переменная row[i] пробегает первые значения строк матрицы A. В результате формируется первая строка транспонированной матрицы. Далее, i увеличивается на 1 и row[i] пробегает уже вторые элементы строк матрицы A. Получаем вторую строку транспонированной матрицы. И так делаем для всех столбцов. На выходе формируется транспонированная матрица.

С таким типом вложений, я думаю, в целом все должно быть понятно. Другой вариант, когда мы список помещаем в качестве итерируемого объекта. Да, сам по себе генератор списка поддерживает механизм итерирования – перебора элементов через итератор, поэтому может быть использован в операторе for, например, так:

g = [u \*\* 2 for u in [x+1 for x in range(5)]]

Здесь сначала отрабатывает вложенный генератор списка, получаем список [1, 2, 3, 4, 5], а затем, эти значения перебираются первым генератором и возводятся в квадрат, получаем результат:

[1, 4, 9, 16, 25]

Это очень похоже на вычисление значений сложной (вложенной) функции:

g(u(x+1)) = (x+1) ^ 2

Вот такие варианты вложений генераторов списков, а также их комбинации, можно использовать в Python.

# Практика генераторы списков

**1.** Вводятся вещественные числа в строку через пробел. Необходимо на их основе сформировать список lst с помощью list comprehension (генератора списков) из модулей введенных чисел (в списке должны храниться именно числа, а не строки). Результат вывести на экран в виде списка командой:

print(lst)

**Входные данные:**

5.56 -8.7 1.0 3.14 77.845

**Выходные данные:**

[5.56, 8.7, 1.0, 3.14, 77.845]

**2.** Вводится семизначное целое положительное число. С помощью list comprehension сформировать список lst, содержащий цифры этого числа (в списке должны быть записаны числа, а не строки). Результат вывести на экран список командой:

print(lst)

**Входные данные:**

4567397

**Выходные данные:**

[4, 5, 6, 7, 3, 9, 7]

3. Вводятся названия городов в строку через пробел. Необходимо сформировать список с помощью list comprehension, содержащий названия длиной более пяти символов. Результат вывести в строчку через пробел.

Входные данные:

Казань Уфа Москва Челябинск Омск Тур Самара

Выходные данные:

Казань Москва Челябинск Самара

4. Вводится натуральное число n. Необходимо сформировать список с помощью list comprehension, состоящий из делителей числа n (включая и само число n). Результат вывести на экран в одну строку через пробел.

Входные данные:

10

Выходные данные:

1 2 5 10

5. Вводится натуральное число N. Необходимо сгенерировать вложенный список с помощью list comprehension, размером N x N, где первая строка содержала бы все нули, вторая - все единицы, третья - все двойки и так до N-й строки. Результат вывести в виде таблицы чисел как показано в примере ниже.

Входные данные:

4

Выходные данные:

0 0 0 0

1 1 1 1

2 2 2 2

3 3 3 3

5. Вводится список вещественных чисел. С помощью list comprehension сформировать список, состоящий из элементов введенного списка, имеющих четные индексы (то есть, выбрать все элементы с четными индексами). Результат вывести на экран в одну строку через пробел.

Входные данные:

8.5 11.3 1.0 -4.5 11.34 6.45

Выходные данные:

8.5 1.0 11.34

6. Вводятся два списка целых чисел одинаковой длины каждый с новой строки. С помощью list comprehension сформировать третий список, состоящий из суммы соответствующих пар чисел введенных списков. Результат вывести на экран в одну строку через пробел.

Входные данные:

1 2 3 4 5

6 7 8 9 10

Выходные данные:

7 9 11 13 15

7. Вводится список городов в одной строке. Необходимо с помощью list comprehension сформировать список lst, содержащий вложенные списки из пар:

<город> <численность населения>

Численность населения - целое число в тыс. человек. Вывести результат на экран

Входные данные:

Москва 15000 Уфа 1200 Самара 1090 Казань 1300

Выходные данные:

[['Москва', 15000], ['Уфа', 1200], ['Самара', 1090], ['Казань', 1300]]

# Комбинаторика. Модуль itertools

## Комбинаторика: сочетания

Модуль itertools позволяет решать программные задачи, построенные на структурах комбинаторики.

Сочетания – выбранные из множества n объектов комбинации m объектов, отличающиеся хотя бы одним объектом. Порядок элементов не важен.

Например, мы хотим составить трёхцветный флаг из лент цветных тканей. Есть четыре цвета лент. Все варианты выбора тканей без учёта их расположения:

colors = ['белый', 'жёлтый', 'синий', 'красный']

for item in itertools.combinations(colors, 3):

print(item)

Порядок следования не имеет значения, поэтому все тройки цветов уникальны.

## Комбинаторика: размещения

Размещения – те же сочетания, для которых важен порядок следования элементов. В продолжение предыдущего примера определим все варианты как мы можем составить флаг с учётом порядка следования цветов:

for item in itertools.permutations(colors, 3):

print(item)

Как и ожидалось, число комбинаций с учетом порядка элементов гораздо больше.

## Комбинаторика: размещение с повторениями

Размещение с повторениями (выборка с возвращением) – это комбинаторное размещение объектов, в котором каждый объект может участвовать в размещении несколько раз.
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Например, есть пин-код из четырех цифр. На каждой позиции стоит цифра от 0 до 9. Позиции не зависят друг от друга. Переберем все возможные коды:

digits = range(10)

pincode\_vars = itertools.product(digits, repeat=4)

for var in pincode\_vars:

print(var)

(0, 0, 0, 0)

(0, 0, 0, 1)

(0, 0, 0, 2)

...

(9, 9, 9, 8)

(9, 9, 9, 9)

## Практика комбинаторика

Шифр кодового замка представляет собой последовательность из пяти символов, каждый из которых является цифрой от 1 до 4. Сколько различных вариантов шифра можно задать, если известно, что цифра 1 встречается ровно два раза, а каждая из других допустимых цифр может встречаться в шифре любое количество раз или не встречаться совсем?

from itertools import product

alphabet = '1234'

ap=[]

for i in product(alphabet, repeat=5):

if i.count('1') == 2:

ap.append(i)

print(len(ap))

Ответ: 270

Составляют 5-буквенные слова из букв слова ПЯТНИЦА. Найти количество слов, которые не начинаются с Н и в которых есть только одна буква Я. Буквы могут в слове могут повторяться.

from itertools import product

count = 0

for p in product("ПЯТНИЦА", repeat=5):

if p.count("Я") == 1 and p[0]!="Н":

count+=1

print(count)

Ответ: 5616

Сколько слов длины 6, начинающихся с согласной буквы, можно составить из букв Г, О, Д? Каждая буква может входить в слово несколько раз. Слова не обязательно должны быть осмысленными словами русского языка.

Ответ: 486.

import itertools

alphabet = "ГОД"

con = "ГД"

ar = itertools.product(alphabet, repeat=6) *#Размещение с повторением*

arl = []

for i in ar:

arl.append(list(i))

count = 0

for e in arl:

if e[0] in con:

count += 1

print(count)